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**Lab 4 – Python Classes**

**Objectives:**

* Understand and implement classes in Python.
* Implement and use special methods/functions.

**Due date: End of the lab. (**Only one team member needs to submit.)

**Rules:**

(1) Usage: **You should explore and make good use of the Python features you learned in class.** (2) Scope: **You should only use those features that have been explained in detail in class.**

(3) Style: Follow standard Python programming style and conventions.

(4) Logic: Add appropriate comments to your code to explain your solution.

(Code / answers that do not follow the above specifications will be penalized.)

***Warning:* You need to come to the lab properly prepared i.e.**

(1) Make sure you have studied and understood the class material.

(2) Read the lab doc, think about the problems, and prepare questions as needed.

If you do not, completing the lab in 2.45 hours may become too much of a challenge!

**Useful resources:**

[**https://docs.python.org/3/tutorial/classes.html**](https://docs.python.org/3/tutorial/classes.html)

[**https://docs.python.org/3/reference/datamodel.html**](https://docs.python.org/3/reference/datamodel.html)

**Exercise 1: Design and implement Polygon classes [8 Marks]**

Write a Polygon class that is a **sequence** of 2D points represented by **named tuples**, so that each point is given a name e.g., point ‘A’ is (4, 5). The class defines the following functions:

1. Polygon initialization, printing, length, and membership:
   1. An initializer that takes three or more points as arguments e.g., Polygon(('A',5,0), ('B',10,5), ('C',5,10), ('D',-2,8)), and defines a polygon accordingly.
   2. A function that allows using print e.g., print(poly), to output all points of a polygon in the following format: A: (5,6) -> B: (6,7) -> C: (12,15)
   3. A function that returns the number of points in the polygon, so that len(poly) works.
   4. A membership function that checks if a given point is in the polygon, or not.
2. Point insertion, retrieval, and removal, polygon comparison:
3. An insert function that inserts at the given index a new point from given name and x, y coordinates. It should throw a user defined exception ExistingPointError if the point exists. Check the name of the point as well as x and y coordinates.
4. A get function that allows retrieving a point given its name. The function should throw a user defined exception PointNotFoundError if such point does not exist.
5. A remove function that deletes a point by name. Throws PointNotFoundError.
6. A function that implements comparison, so that poly1==poly2 works. Two polygons are the same if and only if they contain the same points in the same order.
7. Polygon drawing:
   1. A function that draws a polygon on the screen, using Turtle graphics. Below is an example of code that draws a single line from points P1 to P2; adapt as necessary.

For more info about Turtle graphics, see

<https://docs.python.org/3/library/turtle.html>

import turtle

def draw\_example(p1, p2, speed=2, color='blue'):

turtle.speed(speed)

turtle.hideturtle()

turtle.penup()

turtle.goto(p1)

turtle.pendown()

turtle.color(color)

turtle.write('A')

turtle.goto(p2)

turtle.write('B')

turtle.exitonclick()

draw\_example ( (0,50), (300,150) )

PS: Just ignore any turtle.Terminator exception and run your code again.

Note: You may test the provided driver.

﻿p= Polygon(Point('A',0,50),Point('B',300,150),Point('C',400,300))

p.insert(len(p),Point('D',450,100))

p.insert(len(p),Point('E',470,200))

print("Testing getPoint: ", p.getPoint('B'))

print("Testing len: ", len(p))

print(p)

p.remove(Point('B',300,150))

print(p)

print( "Testing in ", Point('A',0,50) in p )

p1= Polygon(Point('A',0,50),Point('B',300,150),Point('C',400,300))

print(p1)

print(p1==p)

p.draw()

**Exercise 2: Lambda with class [2 Marks]**

You are provided with an Employee class that has four attributes: ID, name, surname, rank (rank is a number between 1 to 5).

\_\_init\_\_ and \_\_str\_\_ , as well as all comparison operators <, > i.e., \_\_lt\_ and \_\_gt\_\_ (that should compare IDs) are provided.

Given Sort function is from Lab1.

Do the following,

Print all employees,

* Sorted by ID
* Sorted by name
* Sorted by rank then by ID when the rank is the same.

Note that for ID the default > operator used by sort should suffice. No lambda is required. However, for others pass a lambda that compares the relevant fields is required.

class Employee:

def \_\_init\_\_(self,ID,name,surname,rank):

self.id=ID

self.name=name

self.surname=surname

self.rank=rank

def \_\_str\_\_(self):

s="\nID = " +repr(self.id)

s += " name = "+self.name

s +=" Surname = "+self.surname

s += " Rank = " +repr(self.rank)

return s;

def \_\_lt\_\_(self,other):

return (self.id < other.id)

def \_\_gt\_\_(self,other):

return (self.id > other.id)

def sort(values, comp):

for i in range(1, len(values)):

for j in range(0, len(values)-1):

if(values[j] > values[j+1]):

values[j], values[j+1] = values[j+1], values[j];

return values

e1=Employee(10456,"AlKhan", "Ahmed", 3)

e2=Employee(10456,"AlKhan", "Ahmed", 3)

e3=Employee(23670, "Mariam", "AlSaleh", 1)

e4=Employee(11673, "Adbulla", "Malek", 2)

e5=Employee(40074, "Nour", "AlAli", 5)

lst=[e1,e2,e3,e4,e5]